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Frequency Division **Tutorial: 1 of 4**

**Frequency Division**

In the [**Sequential Logic**](http://www.electronics-tutorials.ws/sequential/seq_4.html) tutorials we saw how D-type Flip-Flop´s work and how they can be connected together to form a Data Latch. Another useful feature of the D-type Flip-Flop is as a binary divider, for **Frequency Division** or as a "divide-by-2" counter. Here the inverted output terminal Q (NOT-Q) is connected directly back to the Data input terminal D giving the device "feedback" as shown below.

**Divide-by-2 Counter**

|  |
| --- |
| Divide-by-2 Frequency Divider |

It can be seen from the frequency waveforms above, that by "feeding back" the output from Q to the input terminal D, the output pulses at Q have a frequency that are exactly one half ( f÷2 ) that of the input clock frequency. In other words the circuit produces **Frequency Division** as it now divides the input frequency by a factor of two (an octave). This then produces a type of counter called a "ripple counter" and in ripple counters, the clock pulse triggers the first flip-flop whose output triggers the second flip-flop, which inturn triggers the third flip-flop and so on through the chain.

**Toggle Flip-Flop**

Another type of device that can be used for frequency division is the T-type or Toggle flip-flop. With a slight modification to a standard JK flip-flop, we can construct a new type of flip-flop called a **Toggle flip-flop** were the two inputs J and k of a JK flip-flop are connected together resulting in a device with only two inputs, the "Toggle" input itself and the controlling "Clock" input. The name "Toggle flip-flop" indicates the fact that the flip-flop has the ability to toggle between its two states, the "toggle state" and the "memory state". Since there are only two states, a T-type flip-flop is ideal for use in frequency division and counter design.

Binary ripple counters can be built using "Toggle" or "T-type flip-flops" by connecting the output of one to the clock input of the next. Toggle flip-flops are ideal for building ripple counters as it toggles from one state to the next, (HIGH to LOW or LOW to HIGH) at every clock cycle so simple frequency divider and ripple counter circuits can easily be constructed using standard T-type flip-flop circuits.

If we connect together in series, two T-type flip-flops the initial input frequency will be "divided-by-two" by the first flip-flop ( f÷2 ) and then "divided-by-two" again by the second flip-flop ( f÷2 )÷2, giving an output frequency which has effectively been divided four times, then its output frequency becomes one quarter value (25%) of the original clock frequency, ( f÷4 ). Each time we add another toggle or "T-type" flip-flop the output clock frequency is halved or divided-by-2 again and so on, giving an output frequency of 2n where "n" is the number of flip-flops used in the sequence.

Then the Toggle or T-type flip-flop is an edge triggered divide-by-2 device based upon the standard JK-type flip flop and which is triggered on the rising edge of the clock signal. The result is that each bit moves right by one flip-flop. All the flip-flops can be asynchronously reset and can be triggered to switch on either the leading or trailing edge of the input clock signal making it ideal for **Frequency Division**.

**Frequency Division using Toggle Flip-flops**

|  |
| --- |
| Frequency Division |

This type of counter circuit used for frequency division is commonly known as an **Asynchronous 3-bit Binary Counter** as the output on QA to QC, which is 3 bits wide, is a binary count from 0 to 7 for each clock pulse. In an asynchronous counter, the clock is applied only to the first stage with the output of one flip-flop stage providing the clocking signal for the next flip-flop stage and subsequent stages derive the clock from the previous stage with the clock pulse being halved by each stage.

This arrangement is commonly known as *Asynchronous* as each clocking event occurs independently as all the bits in the counter do not all change at the same time. As the counter counts sequentially in an upwards direction from 0 to 7. This type of counter is also known as an "up" or "forward" counter (**CTU**) or a **"3-bit Asynchronous Up Counter"**. The three-bit asynchronous counter shown is typical and uses flip-flops in the toggle mode. Asynchronous "Down" counters (**CTD**) are also available.

**Truth Table for a 3-bit Asynchronous Up Counter**

|  |  |  |  |
| --- | --- | --- | --- |
| Clock Cycle | Output bit Pattern | | |
| QC | QB | QA |
| 0 | 0 | 0 | 0 |
| 1 | 0 | 0 | 1 |
| 2 | 0 | 1 | 0 |
| 3 | 0 | 1 | 1 |
| 4 | 1 | 0 | 0 |
| 5 | 1 | 0 | 1 |
| 6 | 1 | 1 | 0 |
| 7 | 1 | 1 | 1 |

Then by cascading together D-type or Toggle Flip-Flops we can produce divide-by-2, 4, 8 etc, asynchronous counter circuits which divide the clock frequency 2, 4 or 8 times.

**Counters**

Then a counter is a specialised register or pattern generator that produces a specified output pattern or sequence of binary values (or states) upon the application of an input pulse called the "Clock". The clock is actually used for data in these applications. Typically, counters are logic circuits than can increment or decrement a count by one but when used as asynchronous divide-by-n counters they are able to divide these input pulses producing a clock division signal.

Counters are formed by connecting flip-flops together and any number of flip-flops can be connected or "cascaded" together to form a "divide-by-n" binary counter where "n" is the number of counter stages used and which is called the **Modulus**. The modulus or simply "MOD" of a counter is the number of output states the counter goes through before returning itself back to zero, ie, one complete cycle. A counter with three flip-flops like the circuit above will count from 0 to 7 ie, 2n-1. It has eight different output states representing the decimal numbers 0 to 7 and is called a **Modulo-8** or **MOD-8** counter. A counter with four flip-flops will count from 0 to 15 and is therefore called a **Modulo-16** counter and so on.

An example of this is given as.

* 3-bit Binary Counter = 23 = 8 (modulo-8 or MOD-8)
* 4-bit Binary Counter = 24 = 16 (modulo-16 or MOD-16)
* 8-bit Binary Counter = 28 = 256 (modulo-256 or MOD-256)

The Modulo number can be increased by adding more flip-flops to the counter and cascading is a method of achieving higher modulus counters. Then the modulo or MOD number can simply be written as: MOD number = 2n

**4-bit Modulo-16 Counter**

|  |
| --- |
| 4-bit Counter Waveform |

Multi-bit asynchronous counters connected in this manner are also called **"Ripple Counters"** or ripple dividers because the change of state at each stage appears to "ripple" itself through the counter from the LSB output to its MSB output connection. Ripple counters are available in standard IC form, from the 74LS393 Dual 4-bit counter to the 74HC4060, which is a 14-bit ripple counter with its own built in clock oscillator and produce excellent frequency division of the fundamental frequency.

**Frequency Division Summary**

For **frequency division**, toggle mode flip-flops are used in a chain as a divide by two counter. One flip-flop will divide the clock, ƒin by 2, two flip-flops will divide ƒin by 4 (and so on). One benefit of using toggle flip-flops for frequency division is that the output at any point has an exact 50% duty cycle.

The final output clock signal will have a frequency value equal to the input clock frequency divided by the MOD number of the counter. Such circuits are known as "divide-by-n" counters. Counters can be formed by connecting individual flip-flops together and are classified according to the way they are clocked. In *Asynchronous counters*, (ripple counter) the first flip-flop is clocked by the external clock pulse and then each successive flip-flop is clocked by the output of the preceding flip-flop. In *Synchronous counters*, the clock input is connected to all of the flip-flop so that they are clocked simultaneously.

In the next tutorial we will look at Asynchronous counters, and see that the main characteristic of an asynchronous counter is that each flip-flop in the chain derives its own clock from the previous flip-flop and is therefore independent of the input clock.

Asynchronous Counter **Tutorial: 2 of 4**

**Asynchronous Counter**

In the previous tutorial we saw that an **Asynchronous counter** can have 2n-1 possible counting states e.g. MOD-16 for a 4-bit counter, (0-15) making it ideal for use in [**Frequency Division**](http://www.electronics-tutorials.ws/counter/count_1.html). But it is also possible to use the basic asynchronous counter to construct special counters with counting states less than their maximum output number by forcing the counter to reset itself to zero at a pre-determined value producing a type of asynchronous counter that has truncated sequences. Then an n-bit counter that counts up to its maximum modulus (2n) is called a full sequence counter and a n-bit counter whose modulus is less than the maximum possible is called a **truncated counter**.

But why would we want to create an asynchronous truncated counter that is not a MOD-4, MOD-8, or some other modulus that is equal to the power of two. The answer is that we can by using combinational logic to take advantage of the asynchronous inputs on the flip-flop. If we take the modulo-16 asynchronous counter and modified it with additional logic gates it can be made to give a decade (divide-by-10) counter output for use in standard decimal counting and arithmetic circuits.

Such counters are generally referred to as **Decade Counters**. A decade counter requires resetting to zero when the output count reaches the decimal value of 10, ie. when DCBA = 1010and to do this we need to feed this condition back to the reset input. A counter with a count sequence from binary "0000" (BCD = "0") through to "1001" (BCD = "9") is generally referred to as a BCD binary-coded-decimal counter because its ten state sequence is that of a BCD code but binary decade counters are more common.

**Asynchronous Decade Counter**

|  |
| --- |
| Asynchronous Decade Counter |

This type of asynchronous counter counts upwards on each leading edge of the input clock signal starting from "0000" until it reaches an output "1010" (decimal 10). Both outputs QB andQD are now equal to logic "1" and the output from the NAND gate changes state from logic "1" to a logic "0" level and whose output is also connected to the CLEAR (CLR) inputs of all the J-K Flip-flops. This causes all of the Q outputs to be reset back to binary "0000" on the count of 10. Once QB and QD are both equal to logic "0" the output of the NAND gate returns back to a logic level "1" and the counter restarts again from "0000". We now have a decade or **Modulo-10** counter.

**Decade Counter Truth Table**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Clock Count | Output bit Pattern | | | | Decimal Value |
| QD | QC | QB | QA |
| 1 | 0 | 0 | 0 | 0 | 0 |
| 2 | 0 | 0 | 0 | 1 | 1 |
| 3 | 0 | 0 | 1 | 0 | 2 |
| 4 | 0 | 0 | 1 | 1 | 3 |
| 5 | 0 | 1 | 0 | 0 | 4 |
| 6 | 0 | 1 | 0 | 1 | 5 |
| 7 | 0 | 1 | 1 | 0 | 6 |
| 8 | 0 | 1 | 1 | 1 | 7 |
| 9 | 1 | 0 | 0 | 0 | 8 |
| 10 | 1 | 0 | 0 | 1 | 9 |
| 11 | Counter Resets its Outputs back to Zero | | | | |

**Decade Counter Timing Diagram**

|  |
| --- |
| Decade Counter Timing |

Using the same idea of truncating counter output sequences, the above circuit could easily be adapted to other counting cycles be simply changing the connections to the AND gate. For example, a scale-of-twelve (modulo-12) can easily be made by simply taking the inputs to the AND gate from the outputs at "QC" and "QD", noting that the binary equivalent of 12 is "1100" and that output "QA" is the least significant bit (LSB). Since the maximum modulus that can be implemented with n flip-flops is 2n, this means that when you are designing truncated counters you should determine the lowest power of two that is greater than or equal to your desired modulus. For example, lets say you wish to count from 0 to 39, or mod-40. Then the highest number of flip-flops required would be six, n = 6 giving a maximum MOD of 64 as five flip-flops would only equal MOD-32.

Then suppose we wanted to build a "divide-by-128" counter for frequency division we would need to cascade ![divide-by-128 Counter](data:image/gif;base64,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)seven flip-flops since 128 = 27. Using dual flip-flops such as the 74LS74 we would still need four IC's to complete the circuit. One easy alternative method would be to use two TTL 7493's as 4-bit ripple counter/dividers. Since 128 = 16 x 8, one 7493 could be configured as a "divide-by-16" counter and the other as a "divide-by-8" counter. The two IC's would be cascaded together to form a "divide-by-128" frequency divider as shown.

Of course standard IC asynchronous counters are available such as the TTL 74LS90 programmable ripple counter/divider which can be configured as a divide-by-2, divide-by-5 or any combination of both. The 74LS390 is a very flexible dual decade driver IC with a large number of "divide-by" combinations available ranging form divide-by-2, 4, 5, 10, 20, 25, 50, and 100.

**Frequency Dividers**

This ability of the ripple counter to truncate sequences to produce a "divide-by-n" output means that counters and especially ripple counters, can be used as frequency dividers to reduce a high clock frequency down to a more usable value for use in digital clocks and timing applications. For example, assume we require an accurate 1Hz timing signal to operate a digital clock. We could quite easily produce a 1Hz square wave signal from a standard 555 timer chip but the manufacturers data sheet tells us that it has a typical 1-2% timing error depending upon the manufacturer, and at low frequencies a 2% error at 1Hz is not good. However the data sheet also tells us that the maximum operating frequency of the 555 timer is about 300kHz and a 2% error at this high frequency would be acceptable. So by choosing a higher timing frequency of say 262.144kHz and an 18-bit ripple (Modulo-18) counter we can make a precision 1Hz timing signal as shown below.

**Simple 1Hz timing signal using an 18-bit ripple counter/divider.**

|  |
| --- |
| 1Hz Timing Counter |

This is of course a very simple example of how to produce accurate frequencies, but by using high frequency crystal oscillators and multi-bit frequency dividers, precision frequency generators can be produced for for a range of applications ranging from clocks or watches to event timing and even electronic piano/synthesizer music applications.

The main disadvantages with asynchronous counters are that there is a small delay between the arrival of the clock pulse and its output due to the internal circuitry of the gate. In asynchronous circuits this delay is called the **Propagation Delay** (giving the asynchronous ripple counter the nickname of propagation counter) and in some cases can produce false output counts. In large bit ripple counter circuits the delay of all the separate stages are added together to give a summed delay at the end of the chain which is why asynchronous counters are generally not used for in high frequency counting circuits were large numbers of bits are involved.

Also, the outputs from the counter do not have a fixed time relationship with each other and do not occur at the same time due to their clocking sequence. Then, the more flip-flops that are added to an asynchronous counter chain the lower the maximum operating frequency becomes. To overcome the problem of propagation delay Synchronous Counters were developed.

Then to summarise:

* **Asynchronous Counters** can be made from Toggle or D-type flip-flops.
* They are called asynchronous counters because the clock input of the flip-flops are not all driven by the same clock signal.
* Each output in the chain depends on a change in state from the previous flip-flops output.
* Asynchronous counters are sometimes called ripple counters because the data appears to "ripple" from the output of one flip-flop to the input of the next.
* They can be implemented using "divide-by-n" circuits.
* Truncated counters can produce any modulus number count.

Disadvantages of Asynchronous Counters:

* An extra "re-synchronizing" output flip-flop may be required.
* To count a truncated sequence not equal to 2n, extra feedback logic is required.
* Counting a large number of bits, propagation delay by successive stages may become undesirably large.
* This delay gives them the nickname of "Propagation Counters".
* Counting errors at high clocking frequencies.
* Synchronous Counters are faster using the same clock signal for all flip-flops.

In the next tutorial about Counters, we will look at the [**Synchronous Counter**](http://www.electronics-tutorials.ws/counter/count_3.html) and see that the main characteristic of an synchronous counter is that the clock input of each flip-flop in the chain is connected to all of the flip-flops so that they are clocked simultaneously.

Synchronous Counter **Tutorial: 3 of 4**

**Binary Synchronous Counter**

In the previous Asynchronous binary counter tutorial, we saw that the output of one counter stage is connected directly to the clock input of the next counter stage and so on along the chain, and as a result the asynchronous counter suffers from what is known as "Propagation Delay". However, with the **Synchronous Counter**, the external clock signal is connected to the clock input of EVERY individual flip-flop within the counter so that all of the flip-flops are clocked together simultaneously (in parallel) at the same time giving a fixed time relationship. In other words, changes in the output occur in "synchronization" with the clock signal. This results in all the individual output bits changing state at exactly the same time in response to the common clock signal with no ripple effect and therefore, no propagation delay.

**Binary 4-bit Synchronous Counter**

|  |
| --- |
| 4-bit Synchronous Counter |

It can be seen that the external clock pulses (pulses to be counted) are fed directly to each [**J-K flip-flop**](http://www.electronics-tutorials.ws/sequential/seq_2.html) in the counter chain and that both the J and K inputs are all tied together in toggle mode, but only in the first flip-flop, flip-flop A (LSB) are they connected HIGH, logic "1" allowing the flip-flop to toggle on every clock pulse. Then the synchronous counter follows a predetermined sequence of states in response to the common clock signal, advancing one state for each pulse.

The J and K inputs of flip-flop B are connected to the output "Q" of flip-flop A, but the J and K inputs of flip-flops C and D are driven from AND gates which are also supplied with signals from the input and output of the previous stage. If we enable each J-K flip-flop to toggle based on whether or not all preceding flip-flop outputs (Q) are "HIGH" we can obtain the same counting sequence as with the asynchronous circuit but without the ripple effect, since each flip-flop in this circuit will be clocked at exactly the same time. As there is no propagation delay in synchronous counters because all the counter stages are triggered in parallel the maximum operating frequency of this type of counter is much higher than that of a similar asynchronous counter.

**4-bit Synchronous Counter Waveform Timing Diagram.**

|  |
| --- |
| 4-bit Waveform Timing Diagram |

Because this 4-bit synchronous counter counts sequentially on every clock pulse the resulting outputs count upwards from 0 ( "0000" ) to 15 ( "1111" ). Therefore, this type of counter is also known as a **4-bit Synchronous Up Counter**.

As synchronous counters are formed by connecting flip-flops together and any number of flip-flops can be connected or "cascaded" together to form a "divide-by-n" binary counter, the modulo's or "MOD" number still applies as it does for asynchronous counters so a Decade counter or BCD counter with counts from 0 to 2n-1can be built along with truncated sequences.

**Decade 4-bit Synchronous Counter**

A 4-bit decade synchronous counter can also be built using synchronous binary counters to produce a count sequence from 0 to 9. A standard binary counter can be converted to a decade (decimal 10) counter with the aid of some additional logic to implement the desired state sequence. After reaching the count of "1001", the counter recycles back to "0000". We now have a decade or **Modulo-10** counter.

**Decade 4-bit Synchronous Counter**

|  |
| --- |
| Decade 4-bit Synchronous Counter |

The additional AND gates detect when the sequence reaches "1001", (Binary 10) and causes flip-flop FF3 to toggle on the next clock pulse. Flip-flop FF0toggles on every clock pulse. Thus, the count starts over at "0000" producing a synchronous decade counter. We could quite easily re-arrange the additional AND gates to produce other counters such as a Mod-12 Up counter which counts 12 states from"0000" to "1011" (0 to 11) and then repeats making them suitable for clocks.

**Synchronous Counters** use edge-triggered flip-flops that change states on either the "positive-edge" (rising edge) or the "negative-edge" (falling edge) of the clock pulse on the control input resulting in one single count when the clock input changes state. Generally, synchronous counters count on the rising-edge which is the low to high transition of the clock signal and asynchronous ripple counters count on the falling-edge which is the high to low transition of the clock signal.

|  |
| --- |
| Rising and Falling Edge Clock Signals |

It may seem unusual that ripple counters use the falling-edge of the clock cycle to change state, but this makes it easier to link counters together because the most significant bit (MSB) of one counter can drive the clock input of the next. This works because the next bit must change state when the previous bit changes from high to low - the point at which a carry must occur to the next bit. Synchronous counters usually have a carry-out and a carry-in pin for linking counters together without introducing any propagation delays.

Then to summarise:

* **Synchronous Counters** can be made from Toggle or D-type flip-flops.
* They are called synchronous counters because the clock input of the flip-flops are clocked with the same clock signal.
* Due to the same clock pulse all outputs change simultaneously.
* Synchronous counters are also called parallel counters as the clock is fed in parallel to all flip-flops.
* Synchronous binary counters use both sequential and combinational logic elements.
* The memory section keeps track of the present state.
* The sequence of the count is controlled by combinational logic.

Advantages of Synchronous Counters:

* Synchronous counters are easier to design.
* With all clock inputs wired together there is no inherent propagation delay.
* Overall faster operation may be achieved compared to Asynchronous counters.

Bidirectional Counter **Tutorial: 4 of 4**

**Count Down Counter**

As well as counting "up" from zero and increase, or increment to some value, it is sometimes necessary to count "down" from a predetermined value to zero and to produce an output that activates when the zero count or other pre-set value is reached. This type of counter is normally referred to as a **Down Counter**, (**CTD**). In a binary or BCD down counter, the count decreases by one for each external clock pulse from some preset value. Special dual purpose i.c's such as the TTL 74LS193 or CMOS CD4510 are 4-bit binary Up or Down counters which have an additional input pin to select either the up or down count mode.

**4-bit Count Down Counter**

|  |
| --- |
| Count Down Counter |

In the 4-bit counter above the output of each flip-flop changes state on the falling edge (1-to-0 transition) of the CLK input which is triggered by the Qoutput of the previous flip-flop, rather than by the Q output as in the up counter configuration. As a result, each flip-flop will change state when the previous one changes from 0 to 1 at its output, instead of changing from 1 to 0.

**Bidirectional Counter**

Both Synchronous and Asynchronous counters are capable of counting "Up" or counting "Down", but their is another more "Universal" type of counter that can count in both directions either Up or Down depending on the state of their input control pin and these are known as **Bidirectional Counters**. Bidirectional counters, also known as Up/Down counters, are capable of counting in either direction through any given count sequence and they can be reversed at any point within their count sequence by using an additional control input as shown below.

**Synchronous 3-bit Up/Down Counter**

|  |
| --- |
| Bidirectional Up Down Counter |

The circuit above is of a simple 3-bit Up/Down synchronous counter using JK flip-flops configured to operate as toggle or T-type flip-flops giving a maximum count of zero (000) to seven (111) and back to zero again. Then the 3-Bit counter advances upward in sequence (0,1,2,3,4,5,6,7) or downwards in reverse sequence (7,6,5,4,3,2,1,0) but generally, bidirectional counters can be made to change their count direction at any point in the counting sequence. An additional input determines the direction of the count, either Up or Down and the timing diagram gives an example of the counters operation as this Up/Down input changes state.

Nowadays, both up and down counters are incorporated into single IC that is fully programmable to count in both an "Up" and a "Down" direction from any preset value producing a complete **Bidirectional Counter** chip. Common chips available are the 74HC190 4-bit BCD decade Up/Down counter, the 74F569 is a fully synchronous Up/Down binary counter and the CMOS 4029 4-bit Synchronous Up/Down counter.